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Abstract

Answer Set Programming (ASP) is a declarative logic programming paradigm developed in the area of logic programming and nonmonotonic reasoning. Nowadays, the formal properties of ASP are well-understood, and several efficient ASP systems are available. Among them, DLV is one of the most relevant. DLV is the product of more than twelve years of research, and, notably, it is one of the first ASP systems effectively employed for developing applications at the industrial level. This paper presents some of the most valuable among such applications, and reports on the lessons we have learned on the field using DLV as a powerful tool in industry.

1 Introduction

Answer Set Programming (ASP) is a declarative approach to computer programming stemming roots in the area of nonmonotonic reasoning and logic programming [21, 22, 29, 32]. In its general form, allowing disjunction in rule heads [31] and nonmonotonic negation in rule bodies, ASP can represent every problem in the second level of the polynomial hierarchy [13]. The high knowledge modeling power of ASP, and the availability of a number of efficient ASP systems [9], have recently ignited the interest on this formalism. Indeed, the applications of ASP belong to several fields, including Artificial Intelligence [2, 4, 5, 18, 19, 33, 48], Information Integration [27, 30], Knowledge Management [3, 6, 24], Bioinformatics [12, 20, 34], etc. Moreover, in the last few years, ASP has been exploited also for the development of industrial-level applications [25, 35].

One of the first ASP systems employed for developing commercial applications [25] is DLV [28]. The DLV system is the product of more than twelve years of research and development, and it is nowadays one of the most relevant state-of-the-art implementations of ASP [9]. The implementation of DLV started within a project funded by the Austrian Science Funds (FWF) and led by Nicola Leone at Vienna University of Technology (TU Vienna). At present,
DLV is the subject of an international cooperation between the University of Calabria and the TU Vienna. After the very first release, it has been significantly improved over and over in the years, both by enriching the language and optimizing the computational machinery [1, 7, 14, 15, 36, 39, 46, 47], thus making it suitable for developing real-world applications.

In the last few years, DLVSystem s.r.l. [16], a spin-off company of the University of Calabria, has started the industrial exploitation of DLV, which is now currently employed in many industrial applications [25, 41].

This paper reports on our on-the-field experience in developing industrial applications with DLV. In particular, after briefly describing system language and architecture, we focus on two relevant industrial applications, namely:

- a workforce management system [41] developed under request of a company operating in the international seaport of Gioia-Tauro, where DLV is used for computing optimal allocations of the available personnel in such a way that the right processing of the shoring cargo boats is guaranteed; and,
- IDUM [38], an e-tourism system that exploits ASP for finding the best matches between the offers from the tour operators and the requests of the tourists.

The paper mentions also some other applications and commercial products based on DLV, and eventually reports some lessons we have learned while developing the above-mentioned applications.

2 The DLV System

In this section, we introduce both the language and the architecture of DLV.

2.1 The Language of DLV

We describe in the following the language of the DLV system by means of examples, in order to provide the intuitive meaning of the main constructs. For further details, formal definitions, and discussions about language extensions, we refer the reader to the existing literature [8, 15, 28].

The language of DLV is based on the foundational work by Gelfond and Lifschitz [22], and the main construct is the rule, which is an expression of the form \( \text{Head} :\neg \text{Body} \). where \( \text{Body} \) is a conjunction of literals and \( \text{Head} \) is a disjunction of atoms. Informally, a rule can be read as follows: “if \( \text{Body} \) is true, then \( \text{Head} \) is true”. A rule without a body is called a fact, since it models an unconditional truth (for simplicity, the symbol :\neg \) is omitted), whereas a rule with an empty head, called strong constraint, is used to model a condition that must be false in any possible solution. A set of rules is called program. The semantics of a program is given by its answer sets [22]. A program can be used to model a problem to be solved: the answer sets of the program (which are computed by DLV) correspond one-to-one to the solutions of the modeled problem. Therefore, a program may have no answer set (if the problem has no solution), one (if the problem has a unique solution) or several (if the problem has more than one possible solutions).
As an example, consider the problem of automatically creating an assessment test from a given database of questions, where each question is identified by a unique string, covers a particular topic, and requires an estimated time to be answered. The input data about questions can be represented by means of a set of facts of type \( \text{question}(q, \text{topic}, \text{time}) \); in addition, facts of the form \( \text{relatedTopic}(\text{topic}) \) specify the topics related to the subject of the test.

Suppose that we are in the case in which only four questions are given, represented by the facts:

\[
\begin{align*}
\text{question}(q_1, \text{computerscience}, 8), \\
\text{question}(q_2, \text{computerscience}, 15), \\
\text{question}(q_3, \text{mathematics}, 15), \text{ and } \\
\text{question}(q_4, \text{mathematics}, 25).
\end{align*}
\]

Moreover, suppose that \textit{computer science} is the only topic to be covered by the test, and therefore \( \text{relatedTopic}(\text{computerscience}) \) is also part of the input facts. The program consisting of these facts only has a unique answer set \( A_1 \), featuring exactly the five facts.

Assessment creation amounts then to selecting a set of questions from the database, according to a given specification. In order to single out questions related to the subject of the test, one can write the rule:

\[
\text{relatedQuestion}(Q) \leftarrow \text{question}(Q, \text{Topic}, \text{Time}), \text{relatedTopic}(\text{Topic}).
\]

that can be read: “\( Q \) is a question related to the test if \( Q \) has a topic related to some of the subjects that have to be assessed”. The addition of this rule to the input facts reported earlier yields the only answer set \( A_2 = A_1 \cup \{ \text{relatedQuestion}(q_1), \text{relatedQuestion}(q_2) \} \). Now, the following disjunctive rule can be used in order to determine all the possible subsets of related questions:

\[
\text{inTest}(Q) \vee \text{discard}(Q) \leftarrow \text{relatedQuestion}(Q).
\]

Intuitively, this rule can be read as: “if \( Q \) identifies a related question, then either \( Q \) is taken in the test, or \( Q \) is discarded.” This rule causes the effect of associating each possible choice of related questions with an answer set of the program; indeed, the answer sets of the program \( P \) consisting of the above two rules and the input facts are:

\[
\begin{align*}
A_3 &= A_2 \cup \{ \text{discard}(q_1), \text{discard}(q_2) \}, \\
A_4 &= A_2 \cup \{ \text{inTest}(q_1), \text{discard}(q_2) \}, \\
A_5 &= A_2 \cup \{ \text{discard}(q_1), \text{inTest}(q_2) \}, \\
A_5 &= A_2 \cup \{ \text{inTest}(q_1), \text{inTest}(q_2) \}
\end{align*}
\]

corresponding to the four possible choices of questions \( \{ \}, \{ q_1 \}, \{ q_2 \}, \{ q_1, q_2 \} \). Note that the answer sets are minimal with respect to subset inclusion. Indeed, for each question \( Q \) there is no answer set in which both \( \text{inTest}(Q) \) and \( \text{discard}(Q) \) appear.

At this point, some strong constraints can be used to single out some solutions fulfilling a number of specification requirements. For instance, suppose that we are interested in tests containing only questions requiring less than 10 minutes to be answered. The following constraint models this requirement:

\[
\leftarrow \text{inTest}(Q), \text{question}(Q, \text{Topic}, \text{Time}), \text{Time} \geq 10.
\]

Informally, the constraint can be read as follows: “discard tests having a question requiring less than 10 minutes to be answered.” It is easy to see that the program resulting from the addition of this constraint to program \( P \) reported above features two answer sets only, namely \( A_3 \) and \( A_4 \).
In order to ease the modeling of a large number of practical cases, DLV supports aggregates [15], a construct similar to aggregation in the SQL language. At present, DLV supports five aggregate functions: \#sum, \#count, \#times, \#max, \#min. In our running example, we might want to have a test solvable in an estimated time of less than 60 minutes. This can be achieved thanks to the following strong constraint, featuring an aggregate literal:

\[
\text{:- not } \#\text{sum}(\text{Time}, Q: \text{inTest}(Q), \text{question}(Q, \text{Topic}, \text{Time})) < 60.
\]

The aggregate sums up the estimated solution times of all questions in the test, and the constraint will eliminate all scenarios in which this sum is not less than 60.

2.2 Architecture

We briefly present the architecture of DLV (see Figure 1); for more insights we refer the reader to [28]. The DLV Core (the shaded part of the figure) is an efficient engine for computing answer sets, and has three layers, each of which is a powerful subsystem per se: The Intelligent Grounder (IG, also Instantiator) has the power of a deductive database system; the Model Generator (MG) is as powerful as a Satisfiability Checker; and the Model Checker (MC) verifies that a candidate interpretation model is an answer set. In addition to its kernel language described above, DLV provides a number of application front-ends. Each front-end maps its problem specific input into a DLV program, invokes the DLV kernel, and then post-processes any answer set returned, extracting from it the desired solution.

Upon startup, the DLV Core, or one of the front-ends, parses the input and transforms it into proper internal data structures; the input can be read from text files, but DLV also provides a bridge to relational databases through an ODBC interface. The Intelligent Grounding module then efficiently generates a ground instantiation of the input that has the same answer sets as the full program instantiation, but is much smaller in general. The heart of the computation is then performed by the Model Generator and the Model Checker. Roughly, the former produces some “candidate” answer sets, the stability of which is subsequently verified by the latter. Finally, once an answer set has been found, the control is returned to the front-end in use, if one; this performs...
post-processing, and possibly invokes the Model Generator to look for further models.

3 Main Industrial Applications of the DLV System

In this section we describe two relevant industrial products having their kernel features implemented by exploiting DLV: the e-tourism system IDUM [38], and the workforce management system developed for a transshipment company operating in the international seaport of Gioia Tauro [41].

3.1 IDUM

A large share of the products in the travel and tourism market are nowadays traded on-line; however, even if the most common e-tourism portals and web sites allow the customer for itinerary arrangements and bookings, no one can guarantee the same feeling and customization of a “traditional” travel agency, where people interact with other people, and possibly know them for years. The need for a more “human” on-line selling process found a solution with the application of Artificial Intelligence techniques and the DLV system, that led to IDUM: Internet Diventa UMana.

IDUM has been developed within a technological transfer project funded by the Regione Calabria, Italy, and constitutes an e-tourism system strongly relying on knowledge; it is based on detailed representations of the domains and the users, and has been conceived in order to help both the employees and the customers of any travel agency, in the quest for the best deal while saving time. IDUM can be roughly seen as a “middleman” between offers coming from tour operators and requests coming from customers, and “mimics” the typical behaviors of a travel agent. The system can be accessed via a web-based user interface, thus allowing the agency for a dialog with the customer which actually starts from the very first phase. The system collects the specific needs of the customer (trip kind, preferred means, etc.) and her constraints (time, budget, etc.), and then builds the recommendations that are best suited for her, thanks to a number of reasoning modules implemented with DLV. Basically, the system features the following capabilities.

- Intelligent building of a knowledge base of offers. Indeed, the agency typically receives such offers as electronic leaflets that are barely, or by no means, structured; in additions, they are too many to be effectively useful without the help of some sort of automatic tools.
- Customer profiling. This is pursued collecting information both explicitly, by means of questionnaires, and implicitly, by analyzing the history of the interaction with the system.
- “Semantic” suggestions of products. The system predicts the customer’s behavior while examining the offers, according to her profile.

The system allows people for a more “human” interaction with an intelligent guide, and greatly supports the travel agencies, that can easily cancel or reduce the effects of the typical “exploration phase”: customers coming to agency in order to get preliminary information, often without purchasing a thing.
Some technical insight. As an example, we briefly talk here about the crucial task of performing a customized trip search, where the deductions made by an employee are “simulated” by a set of specifically devised logic programs.

In a typical scenario, the travel agent proposes a number of candidate offers to the customer, and then he has to understand her needs by interpreting her preferences. Such preferences depend on personal information (age, gender, marital status, lifestyle, budget, etc.), but also on her habits (e.g. she prefers going to the mountains, or she has already been in Italy) of the customer. This pieces of information are elicited by interviewing the customer, but most might be already known, while serving a returning customer. The seller has to understand where the customer wants to go; when she can/wishes to leave; how much time she will dedicate to his holiday; which is the preferred transportation mean (how); and, eventually, the available budget. However, the customer usually does not give such information directly, rather the seller has to exploit her knowledge, in order to infer it. This is exactly what the IDUM system does when a user starts a new search. Current needs are specified by filling an appropriate search form, while, notably, an appropriate tourism ontology models both the knowledge of the seller and the profile of customers; at the same time, an automatic extraction process continuously populates the ontology with new tourist offers. The system, by running a specifically devised reasoning module, combines the specified information with the one available in the knowledge base, and shows the packages that best fit the customer needs. For example, suppose that a customer specifies only the kind of holiday and the period; then, the following module\(^1\) (we report next an excerpt of a simplified version) would take care of selecting the appropriate packages.

\[
\begin{align*}
\text{possiblePlace}(Place) & : = \text{askFor}(_,\text{TripKind},_), \\
& \quad \text{PlaceOffer}(Place, \text{TripKind}). \\
\text{suggestPlace}(Place) & : = \text{possiblePlace}(Place), \text{askFor}(_,_,\text{Period}), \\
& \quad \text{SuggestedPeriod}(Place_1, \text{Period}), \\
& \quad \text{not BadPeriod}(Place_1, \text{Period}). \\
\end{align*}
\]

\[
\begin{align*}
\text{possibleOffer}(Offer) & : = \text{TouristOffer}(Offer, Place, _), \text{possiblePlace}(Place). \\
\text{alternativeOffer}(Offer) & : = \text{TouristOffer}(Offer, Place, _), \text{suggestPlace}(Place). \\
\text{suggestOffer}(Offer) & : = \text{TouristOffer}(Offer, Place, Mean), \\
& \quad \text{suggestPlace}(Place), \text{askFor}(Customer, _, _), \\
& \quad \text{CustomerPrefersMean}(Customer, Mean). \\
\end{align*}
\]

Intuitively, the first two rules select places matching the kind of holiday requested and places to be suggested because the corresponding offer matches the time of the year requester. The remaining three rules search in the available holiday packages the ones that offer an holiday that matches the original input (possible offer), or that constitute good alternatives to suggested places (alternativeOffer), or match the customer’s preferred mean. Once such reasoning processes have been translated into DLV programs, they constitute a formal and at the same time executable specification, that can be easily adjusted and updated as needed.

\(^1\)Encoding adapted from [38].
In order to provide a concrete idea on the system behavior, we mention here a result reported in [38], where system performances have been assessed in a concrete usage scenario. Given a corpus of 755 tourism leaflets received by a travel agency, corresponding to 10285 offers in total, a logic program that computes the offers matching customer’s preferred destination and budget requires less than two seconds on the average to be evaluated on a standard desktop hardware.

The success of IDUM has been confirmed by the flattering appreciation of the Touring Club Italiano, the largest Italian organization of travel agents: the president spoke at the system presentation conference, held at the University of Calabria. Major Italian and international operators shown interest, and proposed to offer their own data in order to foster testings on a larger industrial base. At the time of writing, commercial negotiations are in progress.

3.2 Team-Building at Gioia Tauro Seaport

The Gioia Tauro international seaport is the biggest industrial hub on the Mediterranean Sea. The seaport mainly works on transhipment, which consists of transferring a load from an incoming ship to other ships that will head to the final destination. This activity requires the companies working in the seaport to meet many, usually very strong, constraints that are enforced by the transportation companies and cost high non-compliance penalties. In addition, processing the load of a ship is quite a complex job: goods must be managed, processed, stored and sent again. This requires a working team consisting of employees able to play different and very specialized roles, depending on the kind of ship and load. The traffic volume requires to manage a complex shift organization, thus making the task of building adequate teams even more difficult. Each team must fulfill many conditions: some constraints are enforced by the employment contracts (such as the maximum amount of worked hours in a week, for instance), by equity criteria (guarantee a proper workload distribution among employees, especially in case of heavy or dangerous jobs), or simply by the skills required for a particular task. Upon request of the company ICO BLG, that manages logistics within the seaport, a DLV-based “team-building” system has been implemented, that is able to automatically generate proper working groups starting from the description of the required resources and the personnel availability. The system can both build the teams from scratch, and automatically complete partial allocations in case of roles fixed in advance for some employees. Moreover, a friendly user interface allows one to manually modify each team, while automatically checks that the constraints remain fulfilled after each change. In case of errors, the system highlights the reasons and conveniently provide some suggestions to overcome the problems.

Some technical insight. We report below a simplified version of the kernel part of the employed ASP program.2

(r) assign(Em,Sh,Sk) v nAssign(Em,Sh,Sk) :- skill(Em,Sk), metaPlan(Sh,Sk,_,D), not absent(Em), not manuallyExcluded(Em), workedHours(Em,Wh), Wh+D <= 36.

2Encoding adapted from [23].
(c1) \:- \text{metaPlan}(Sh,Sk,\text{EmpNum},\_),
\quad \#\text{count}\{ \text{Em} : \text{assign}(\text{Em},Sh,Sk) \} \neq \text{EmpNum}.

(c2) \:- \text{assign}(\text{Em},\text{Sh},\text{Sh1}), \text{assign}(\text{Em},\text{Sh},\text{Sh2}), \text{Sh1} \neq \text{Sh2}.

(c3) \:- \text{wstats}(\text{Em1},\text{Sk},\_\_,\text{LastTime1}), \text{wstats}(\text{Em2},\text{Sk},\_\_,\text{LastTime2}),
\quad \text{LastTime1} > \text{LastTime2}, \text{assign}(\text{Em1},\text{Sh},\text{Sk}),
\quad \text{not} \text{ assign}(\text{Em2},\text{Sh},\text{Sk}).

(c4) \:- \text{workedHours}(\text{Em1},\text{Wh1}), \text{workedHours}(\text{Em2},\text{Wh2}), \text{threshold}(\text{Tr}),
\quad \text{Wh1+Tr < Wh2}, \text{assign}(\text{Em1},\text{Sh},\text{Sk}), \text{not} \text{ assign}(\text{Em2},\text{Sh},\text{Sk}).

(r\_aux) \quad \text{workedHours}(\text{Em},\text{Wh}) \:- \text{skill}(\text{Em},\_),
\quad \#\text{count}\{ \text{H, Em} : \text{wstats}(\text{Em},\_,\text{H,\_}) \} = \text{Wh}.

<table>
<thead>
<tr>
<th>Predicate</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>skill(employee, skill)</td>
<td>Employees and their skills</td>
</tr>
<tr>
<td>metaPlan(shift, skill,</td>
<td>Meta-plan specification</td>
</tr>
<tr>
<td>needed-Employees, duration)</td>
<td></td>
</tr>
<tr>
<td>wstat(employee, skill, hours,</td>
<td>Weekly statistics. For each employee both the number of worked hours per</td>
</tr>
<tr>
<td>lastTime)</td>
<td>skill and the last allocation date are specified</td>
</tr>
<tr>
<td>absent(employee)</td>
<td>Absent employees</td>
</tr>
<tr>
<td>manuallyExcluded(employee)</td>
<td>Employees excluded by a management decision</td>
</tr>
</tbody>
</table>

Table 1: Predicates from Team-Building description in Section 3.2

The input predicates are described in Table 1. Following the guess&check programming methodology [28], the disjunctive rule (r) generates the search space by guessing the assignment of a number of available employees to the shift in the appropriate roles. Absent or manually excluded employees, together with employees exceeding the maximum number of weekly working hours, are automatically discarded. Then, admissible solutions are selected by means of constraints: (c_1) discards assignments with an wrong number of employees in some skill; (c_2) avoids that an employee covers two roles in the same shift; (c_3) implement the tournament of roles; and (c_4) guarantees a fair distribution of the workload; (r_aux) computes the total number of worked hours per employee.

In order to provide a concrete image on the behavior of the system, the result of an experimental analysis are reported in [41]. In order to give an idea, the management of ICO BLG dedicated several hours per day to manually schedule the next day; whereas the system required a few seconds to generate a shift plan, and in some minutes we could simulate a complete allocation covering an entire month.

The most prominent advantage of a solution based on logics with respect to other approaches, in this application, is given by the purely declarative nature of the specification language. Indeed, the use of DLV allowed to obtain in
very short time a first set of logic rules, which constitutes a logic program able to provide admissible solutions, and then to refine and calibrate it according to problem specifications while directly interacting with the interested people. The resulting logic program is not only very powerful, but also extremely flexible: to change its behavior it is enough to modify, add, or delete the constituting rules by editing simple text files, and checking correctness in “real-time”.

4 Other Applications and Industrial Products

We briefly report next on the role of DLV in the development of a number of other applications, as well as some specialized products for knowledge management, information extraction, and content management.

Other applications. The European Commission funded a project on Information Integration, which produced a sophisticated and efficient data integration system, called INFOMIX, which uses DLV at its computational core [27]. The powerful mechanisms for database interoperability, together with magic sets [10, 14] and other database optimization techniques, which are implemented in DLV, make DLV very well-suited for handling information integration tasks. And DLV (in INFOMIX) was successfully employed to develop an integration system for the information system of the University of Rome “La Sapienza”. The DLV system has been experimented also with an application for Census Data Repair [18], in which errors in census data are identified and eventually repaired.

DLV has been employed at CERN, the European Laboratory for Particle Physics, for an advanced deductive database application that involves complex knowledge manipulation on large-sized databases.

The Polish company Rodan Systems S.A. has exploited DLV in a tool for the detection of price manipulations and unauthorized use of confidential information, which is used by the Polish Securities and Exchange Commission.

In the area of self-healing Web Services, moreover, DLV is exploited for implementing the computation of minimum cardinality diagnoses [19]. In [26] a complete on-line exam taking portal has been described, called EXAM. The system allows teachers and students to be assisted in the whole process of assessment test building, exam taking, and test correction. The system exploits ASP for automatically generating assessment tests based on user defined constraints: a teacher is made able to build up an assessment test template; her preferences are then translated into a logic specification executable by DLV.

DLV is the core of a system that helps the citizens of the Regione Calabria, Italy while moving within the transportation system (including public and private companies). The user can access a web portal and ask the automatic building of a complete itinerary, freely choosing any locations as starting and destination points. The system is actually very accurate: it tells the user where and when to take the train/bus, where to get off and change, and how long the trip will last; it even gives precise directions for the distance to be covered on foot.
Knowledge Management Products. Three among the main industrial products offered by the Exeura s.r.l. company (a spin-off of the University of Calabria) are based on DLV, namely: OntoDLV [40, 42], OLEX [11, 45], and HiLeX [44, 43]. OntoDLV [40, 42] is an ontology management and reasoning system; indeed, OntoDLV implements a powerful logic-based ontology representation language, called OntoDLP, which is an extension of (disjunctive) ASP with all the main ontology constructs including classes, inheritance, relations, and axioms. Using OntoDLV, domain experts can create, modify, store, navigate, and query ontologies thanks to a user-friendly visual environment; at the same time, application developers can easily implement knowledge-intensive applications embedding OntoDLP specifications. The OntoLog Enterprise Categorizer System (OLEX) [11, 45] is a corporate classification system supporting the entire content classification life-cycle, including document storage and organization, ontology construction, pre-processing and classification. OLEX exploits a reasoning-based approach to text classification exploiting ASP as categorization rule language. Logic rules provide a natural and powerful way to encode how document contents may relate to ontology concepts. HiLeX [44, 43] is an advanced system for ontology-based information extraction from semi-structured and unstructured documents. HiLeX is based on OntoDLP for describing ontologies, since this language perfectly fits the definition of semantic extraction rules. It is worth mentioning that the extraction module employed in the IDUM system was developed by using HiLeX.

5 Learned Lessons

The strong efforts spent by the scientific community made ASP a powerful tool for problem solving and knowledge representation and reasoning; the availability of a number of efficient and solid systems stimulated the interest in developing ASP-based applications and solutions. The exploitation of ASP for developing real-world, industrial-level applications has started in the last few years; and the DLV system has been one of the first successfully exploited ASP systems in this respect, so far.

In this work we have reported on the applications of DLV for solving real-world problems, mainly focusing on industrial-level applications. The experience we have gained developing real-world DLV-based applications, has confirmed on the one hand, the viability of the industrial exploitation of ASP; on the other hand, it has brought into light some practical problems.

ASP has confirmed on the field some of its strong points, particularly from the perspective of software engineering. Above all, we mention its suitability for fast prototyping and the very high flexibility it provides in the implementation of new requirement specifications. For instance, the key features that allowed the rapid development of an effective solution for Team-Building at Gioia Tauro Seaport were: (i) the possibility to design and implement complex reasoning modules at a lower (development) price than “traditional” imperative programming approaches, and (ii) the ease of modifying ready-to-execute logic specifications according to continuously changing requirements. The workforce management system was designed side by side with the management of the transshipment company; during this process we had to repeatedly change the model, and we were able to follow all the new directions by the customer,
who could immediately validate its requirements. Indeed, thanks to DLV, we were always able to modify and test the system in a relatively short time. We could hardly have achieved the same level of productivity by working with “traditional” imperative programming approaches: even in presence of a complex workforce model with a large number of constraints, the requirements have been elicited, rapidly transformed in executable specifications, and immediately tested and validated by the customer on a live working instance of the system. Moreover, the knowledge representation and reasoning feature of ASP allowed us to easily develop the customized search features of IDUM.

Nonetheless, the same experience allowed us also to discover what is still missing, or not yet completely adequate, in a software development process where ASP is employed. For instance, we noticed the lack of advanced development tools for ASP that are able to support programmers during the entire development life-cycle, from (assisted) programs editing to the management of large and complex projects. The most popular programming languages always come with SDKs featuring a rich set of tools that significantly simplify both programming and maintenance tasks; this observation led us to start the ASPIDE [17] project. Another important observation is that there is a strong need of integrating ASP technologies (i.e., ASP programs and solvers) in the well-assessed software-development processes and platforms. Indeed, since ASP is not a full general-purpose language, ASP programs must be embedded, at some point, in systems components that are usually built by employing imperative/object-oriented programming languages, e.g., for developing visual user-interfaces. We already developed the DLV Java Wrapper API [37], but we are already working on much more powerful tools, and aiming at a more tight integration of DLV with industrial development tools and imperative languages.

To summarize, our experience confirms ASP can be effectively exploited in industry, but there are some issues that must be faced. In particular, a strong effort must be spent in order to make it easy to apply for developers, by integrating ASP in the most popular development environments. We do believe that a central role will be played by the future advancements in software engineering for ASP, and this is why we are actively involved in this mission on a number of fronts.
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